A LOW POWER CONSUMPTION AND HIGH-SPEED CARRY LOOK AHEAD ADDER BY USING CARRY MASKABLE ADDER FOR APPROXIMATE COMPUTING
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Abstract: In this paper, we proposed a low-power yet high speed carry look ahead adder by using carry maskable adder that also maintains a small design area. The proposed adder is based on the conventional carry look-ahead adder, and its configurability of accuracy is realized by masking the carry propagation at runtime. Compared with the traditional carry look-ahead adder, the proposed 16-bit adder reduced more power consumption, since we are using less number of LUT'S the path delay is less according to the accuracy configuration settings, respectively. Furthermore, compared with other previously studied adders, the experimental results demonstrate that the proposed adder achieved the first purpose of optimizing both power and speed simultaneously without reducing the accuracy.
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I. INTRODUCTION

Applications that have recently develop (such as image recognition and synthesis, digital signal processing, which is computationally demanding, and wearable devices, which have needed battery power) have created challenges contingent to power consumption. Addition is a key fundamental arithmetic function for these applications. Most of these applications have an inherent tolerance for insignificant inaccuracies. By exploiting the inherent tolerance feature, approximate computing can be adopted for a trade off between accuracy and power. At present, this trade off plays a significant role in such application domains. As computation quality requirements of an application may vary significantly at runtime, it is preferable to design quality configurable systems that are able to trade off computation quality and computational effort according to application requirements. The previous proposals for configurability suffer the value of the rise in power or in delay. In order to profit such application, a low-power and high-speed adder for configurable approximation is strongly required. In this paper, we propose a configurable approximate adder, which consumes lesser power than does with a comparable delay and area. In addition, the delay observed with the proposed adder is much smaller than that of with a comparable power consumption. Our primary contribution is that, to achieve accuracy configurability the proposed adder achieved the access of power and delay simultaneously and with no bias toward either. We implemented the proposed adder, the conventional carry look-ahead adder (CLA), and the ripple carry adder (RCA) in Verilog HDL using a 45-nm library. Then we evaluated the power consumption, critical path delay, and design area for each of these implementations. Compared with the traditional CLA, the proposed adder reduced power consumption and critical path delay better than conventional adder, respectively. We provided a crosswise comparison to demonstrate the superiority of the proposed adder. Moreover, we implemented two previously studied configurable adders to evaluate power consumption, critical path delay, design area, and accuracy. We also evaluated the quality of these accuracy configurable adders in a real image processing application.

II. OBJECTIVE

The objective of the paper is to avoid the high power consumption and reduce path delay with in the adder circuit design. Approximate adders are widely being advocated for developing of hardware accelerators to perform complex arithmetic operations.
III. STRUCTURE OF AN ADDER

The structure of the proposed 16-bit adder is shown in Fig 1. as an example. Four groups (CMHA3-0, CMHA7-4, CMHA11-8, and CMHA15-12) are used to prepare the P and G signals. Each group comprises four CMHAs

![Fig. 1. Structure of the proposed 16-bit adder.](image)

There is no mask signal for CMHA15-12 in this example; therefore, accurate $P_{15-12} (= A_{15-12} \oplus B_{15-12})$ and $G_{15-12} (= A_{15-12} \cdot B_{15-12})$ are always obtained. $P_{15-6}$ and $G_{15-0}$ are the outputs from Part 1 and are connected to Part 2. Note that the signal $P_{15-0}$ is also connected to Part 3 for sum generation.

In Part 2, four 4-bit carry look-ahead units (unit 0, 1, 2, 3) generate four PGs ($PG_0$, $PG_1$, $PG_2$, and $PG_3$), four GGs ($GG_0$, $GG_1$, $GG_2$, and $GG_3$), and 12 carries ($C_{2-0}$, $C_{6-4}$, $C_{10-8}$, and $C_{14-12}$) first, and then the carry look-ahead unit 4 generates the remaining four carries ($C_3$, $C_7$, $C_{11}$, and $C_{15}$) by using the PGs and GGs. $C_{15-0}$ is the output of Part 2 and is connected to Part 3. The fifteen 2-input XOR gates in Part 3 generate the sum.

IV. PROPOSED ACCURACY-CONFIGURABLE ADDER

Typically, a CLA consists of three parts: (1) half adders for carry generation (G) and propagation (P) signals preparation, (2) carry look-ahead units for carry generation, and (3) XOR gates for sum generation. We focus on the half adders for G and P signals preparation in Part 1. Let consider an n-bit CLA; then outputs $S_i$ and $C_i$ obtained as follows:

$$P_i = A_i \oplus B_i, \quad G_i = A_i \cdot B_i \quad (1)$$

$$C_i = G_i + P_i \cdot C_{i-1} \quad (2)$$

$$S_i = P_i \oplus C_{i-1} \quad (3)$$

where $i$ was denoted the bit position from the least significant bit. Note that owing to reuse of the circuit of $A_i \oplus B_i$ for $S_i$ generation, here $P_i$ is defined as $A_i \oplus B_i$ instead of $A_i \oplus OR B_i$. Because $C_0$ is equal to $G_0$, if $G_0$ is 0, $C_0$ will be 0. From (2), we find that $C_i$ is equal to $G_i$ when $C_{i-1}$ is 0. In other words, if $G_0$ and $G_1$ are equal to 0, $C_0$ and $C_1$ will be 0. By expanding the above to $i$, $C_i$ will be 0 when $G_0, G_1, \ldots, G_i$ are all 0. This means that the carry propagation from $C_0$ to $C_i$ is masked. From (3), we can obtain that $S_i$ is equal to $P_i$ when $C_{i-1}$ is 0.

4.1 CARRY GENERATION IN CLA

Output of full adder circuit

$$\text{Sum } S_i = (a_i \oplus b_i) \oplus c_i \quad ----- 1$$
carry \( c_{i+1} = a_i \cdot b_i + (a_i \oplus b_i) \cdot c_i \) \ldots .2

Let's take

\[ P_i = A_i \oplus B_i \]
\[ G_i = A_i \cdot B_i \]

Now substitute \( P_i \) \& \( G_i \) in equation 1 \& 2

\[ s_i = P_i \oplus c_i \]
\[ c_{i+1} = G_i + P_i \cdot c_i \] \ldots .3

Putting \( i = 0, 1, 2, 3 \) in Equation 3, we get

\[ c_1 = G_0 + P_0 \cdot c_0 \]
\[ c_2 = G_1 + P_1 \cdot G_0 + P_1 \cdot P_0 \cdot c_0 \]
\[ c_3 = G_2 + P_2 \cdot G_1 + P_2 \cdot P_1 \cdot G_0 + P_2 \cdot P_1 \cdot P_0 \cdot c_0 \]
\[ c_4 = G_3 + P_3 \cdot G_2 + P_3 \cdot P_2 \cdot G_1 + P_3 \cdot P_2 \cdot P_1 \cdot G_0 + P_3 \cdot P_2 \cdot P_1 \cdot P_0 \cdot c_0 \]

From the above equations we understood the generation of the carry in carry look ahead adder

### 4.2 CARRY MASKABLE ADDER

A conventional half adder is shown in Fig. 2(a). A 2-input XOR gate is used to generate sum \( s \) and a 2-input AND gate is used to generate carry \( \text{Cout} \). An equivalent circuit of a half adder is shown in Fig. 2(b). The dashed frame represents an equivalent circuit of a 2-input XOR gate. Since there is a 2-input NAND gate in the dashed frame, we reuse it and add an INV gate to generate the carry signal \( \text{Cout} \). The outputs of the 2-input NAND and OR gates in the dashed frame are named \( u \) and \( w \), respectively. Table 1 is the truth table for the equivalent circuit of a half adder.

![Fig. 2. (a) An accurate half adder](image)

![Fig. 2 (b) equivalent circuit of a half adder.](image)

As shown in Fig. 2(b) and Table 1, when the internal signal \( u \) is 1, the sum \( s \) is equal to a OR \( b \) and the carry \( \text{Cout} \) is 0. This means that, if \( u \) is controllable and can be controlled to 1, the carry propagation will be masked and the sum \( s \) will be equal to a OR \( b \). The sum \( s = \text{OR} b \) is different from the accurate sum (\( a \text{ XOR} b \)) only when both \( a \) and \( b \) are 1. In other words, the sum \( s = \text{OR} b \) can be considered as an approximate sum. The selectivity between the accurate and approximate sums can be achieved by a control signal, which is used to control \( u \) to be a NAND \( b \), or to be 1.

<table>
<thead>
<tr>
<th>Inputs</th>
<th>Internal signals</th>
<th>Outputs</th>
</tr>
</thead>
<tbody>
<tr>
<td>a</td>
<td>b</td>
<td>u (\oplus) w</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1 (\oplus) 0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1 (\oplus) 1</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0 (\oplus) 1</td>
</tr>
</tbody>
</table>

Table 1: Truth table for the equivalent circuit of a half adder.
From the perspective of approximate computing, if G is controllable and can be controlled to be 0, the carry propagation will be masked and S (=P) can be considered as an approximate sum. In other words, we can obtain the selectivity of S between the accurate and approximate sum if we can control G to be A \text{ AND} B or 0. Evidently, we can achieve selectivity by adding a select signal. Figure 2(a) is a conventional half adder and Fig. 2(b) is a half adder to which the select signal has been added. Compared with named “M_X” as the select signal and use a 3-input AND gate to replace the 2-input one. When M_X = 1, the function of G is the same as that of a conventional half adder; when M_X = 0, G is equal to 0.

Consider the condition when the inputs Ai and Bi are both 1, when M_Xi = 1, the accurate sum Si and carry Ci will be 0 and 1 \{(C_i, S_i) = (1,0)\}; when M_X0 , M_X1 , ... , M_Xi are all 0, Si is equal to Pi (= Ai \text{ XOR} Bi = 0) as an approximate sum and Ci is equal to 0 \{(C_i, S_i) = (0, 0)\} as discussed above. Here \{\} denotes concatenation. This means that the difference between the accurate and approximate sum is 2. Toward better accuracy results for the approximate sum, we use an OR function instead of an XOR function for P generation when M_X = 0. Thus, the difference will be reduced to 1. A 2-input XOR gate can be implemented by using a 2-input NAND gate, a 2-input OR gate, and a 2-input AND gate. An equivalent circuit of the conventional half adder is shown in Fig. 3. This is called a carrymaskable half adder (CMHA). The dashed frame represents the equivalent circuit of a 2-input XOR (M_X = 1). We can obtain the following: P is equal to A \text{ XOR} B, and G is equal to A \text{ AND} B when M_X = 1; when M_X = 0, P is equal to A \text{ OR} B and G is 0. Thus, M_X is named as a carry mask signal.

V. RESULTS AND DISCUSSION

5.1 ADDITION RESULT

If \(a=2223, \ b=15699, \ \text{cin}=0\) and \(m=1\) then sum=17922

If \(a=2223, \ b=15696, \ \text{cin}=0\) and \(m=1\) then sum=17919

If \(a=14511, \ b=15699, \ \text{cin}=0\) and \(m=1\) then sum=30207
5.2. LOOK UP TABLES
5.3 PIN DIAGRAM

5.4 RTL SCHEMATIC
5.5 POWER ESTIMATOR

![Power Estimator Image]

The Power Analysis is up to date.
(*) Place mouse over the asterisk for more detailed PWM utilization.

5.6 TECHNOLOGY SCHEMATIC

![Technology Schematic Image]
5.7 TIMING DETAILS REPORT

Timing Detail:

All values displayed in nanoseconds (ns)

Timing constraint: Default path analysis
Total number of paths / destination ports: 4 / 2

Delay: 5.776ns (Levels of Logic = 3)
Source: a (PAD)
Destination: carry (PAD)

Data Path: a to carry

<table>
<thead>
<tr>
<th>Cell</th>
<th>in &gt; out</th>
<th>fanout</th>
<th>Delay</th>
<th>Logical Name (Net Name)</th>
</tr>
</thead>
<tbody>
<tr>
<td>IBUF</td>
<td>I -&gt; O</td>
<td>2</td>
<td>1.106</td>
<td>a_IBUF (a_IBUF)</td>
</tr>
<tr>
<td>LUT2</td>
<td>I/O -&gt; O</td>
<td>1</td>
<td>0.612</td>
<td>carry1 (carry_IBUF)</td>
</tr>
<tr>
<td>OBUF</td>
<td>I -&gt; O</td>
<td>3.169</td>
<td>0.357</td>
<td>carry_OBUF (carry)</td>
</tr>
</tbody>
</table>

Total: 5.776ns (4.887ns logic, 0.889ns route)
(94.6% logic, 15.4% route)

Total REAL time to Xst completion: 4.00 secs
Total CPU time to Xst completion: 3.86 secs

VI. CONCLUSION AND FUTURE

In this paper, an accuracy-configurable adder without suffering the cost of the increase in power or in delay for configurability was proposed. The proposed adder is based on the conventional CLA, and its configurability of accuracy is realized by masking the carry propagation at runtime. The experimental results demonstrate that the proposed adder delivers significant power savings and speedup with a small area overhead than those of the conventional CLA. Furthermore, compared with previously studied configurable adders, the experimental results demonstrate that the proposed adder achieves the original purpose of delivering an unbiased optimized result between power and delay without sacrificing accuracy. It was also found that the quality requirements of the evaluated application were not compromised.
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